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# TECHINIQUES FOR PERMITTING ACCESS ACROSS A CONTEXT BARRIER IN A SMALL FOOTPRINT DEVICE USING GLOBAL DATA STRUCTURES 
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## BACKGROUND OF THE INVENTION

## Field of the Invention

The invention relates to computer security and more particularly to techniques for implementing a security on small footprint devices, such as smart cards.

## Description of Related Art

A number of object oriented programming languages are well known in the art. Examples of these include the $\mathrm{C}++$ language and the Smaltalk language.

Another such object oriented language is the JAVA ${ }^{\text {TM }}$ language. This language is described in the book Java ${ }^{\text {M }}$ Language Specification, by James Gosling et al. and published by Addison-Wesley. This work is incorporated herein by reference in its entirety. The JAVA ${ }^{\text {TM }}$ language is particularly well suited to run on a Java ${ }^{\text {TM }}$ Virtual Machine. Such a machine is described in the book Java ${ }^{\text {TM }}$ Virtual Machine Specification, by Tim Lindholm and Frank Yellin which is also published by AddisonWesley and which is also incorporated herein by reference in its entirety.

A number of small footprint devices are also well known in the art. These include smart cards, cellular telephones, and various other small or miniature devices.

Smart cards are similar in size and shape to a credit card but contain, typically, data processing capabilities within the card (e.g. a processor or logic performing processing functions) and a set of contacts through which programs, data and other communications with the smart card may be achieved. Typically, the set of contacts includes a power source connection and a return as well as a clock input, a reset input and a data port through which data communications can be achieved.

Information can be written to a smart card and retrieved from a smart card using a card acceptance device. A card acceptance device is typically a peripheral attached to a host computer and contains a card port, such as a slot, in to which a smart card can be inserted. Once inserted, contacts or brushes from a connector press against the surface
connection area on the smart card to provide power and to permit communications with the processor and memory typically found on a smart card.

Smart cards and card acceptance devices (CADs) are the subject of extensive standardization efforts, e.g. ISO 7816.

The use of firewalls to separate authorized from unauthorized users is well known in the network environment. For example, such a firewall is disclosed in U.S. Patent Application Serial No. 09/203,719, filed December 1, 1998 and entitled "AUTHENTICATED FIREWALL TUNNELLING FRAMEWORK" in the name of inventor David Brownell (Docket No. 50435-023/P2789/TJC), which application is incorporated herein by reference in its entirety.

A subset of the full Java ${ }^{\text {™ }}$ platform capabilities has been defined for small footprint devices, such as smart cards. This subset is called the Java Card ${ }^{\text {™ }}$ platform. The uses of the Java Card ${ }^{\text {TM }}$ platform are described in the following publications.

JAVA CARD ${ }^{\text {TM }} 2.0$-. LANGUAGE SUBSET AND VIRTUAL MACHINE SPECIFICATION;

JAVA CARD ${ }^{\text {TM }} 2.1$-- APPLICATION PROGRAMMING INTERFACES;
JAVA CARD ${ }^{\text {TM }} 2.0-$ - PROGRAMMING CONCEPTS;
JAVA CARD ${ }^{\text {M }}$ APPLET DEVELOPER'S GUIDE.
These publications are incorporated herein by reference in their entirety.
A working draft of ISO 7816 - Part 11 has been circulated for comment. That draft specifies standards for permitting separate execution contexts to operate on a smart card. A copy of that working draft is hereby incorporated by reference in its entirety.

The notion of an execution context is well known in computer science. Generally speaking, the use of multipie execution contexts in a computing environment provides a way to separate or isolate different program modules or processes from one another, so that each can operate without undue interference from the others. Interactions -if any-- between different contexts are deliberate rather than accidental, and are carefully controlled so as to preserve the integrity of each context. An example of multiple contexts is seen in larger hardware devices, such as mainframes, where a plurality of virtual machines may be defined, each such virtual machine having its own execution context. Another example is seen in U.S. Patent No. $5,802,519$ in the name of
inventor De Jong, which describes the use of multiple execution contexts on a smart card. It will be appreciated by those of skill in the art that a computing environment which provides multiple execution contexts also needs to provide a mechanism for associating any given executing code with its corresponding context.

Also well known is the notion of a current context. Certain computing environments that support multiple contexts will, at any given time, treat one context in particular as an active focus of computation. The context can be referred to as the "current context." When the current context changes, so that some other context becomes the current context, a "context switch" is said to occur. As will be appreciated by those of skill in the art, these computing environments provide mechanisms for keeping track of which context is the current one and for facilitating context switching.

In the prior art, in the world of small footprint devices, and particularly in the world of smart cards, there was no inter-operation between contexts operating on the small footprint devices. Each context operated totally separately and could operate or malfunction within its context space without affecting other applications or processes in a different context.

One layer of security protection utilized by the Java ${ }^{\text {TM }}$ platform is commonly referred to as a sandbox model. Untrusted code is placed into a "sandbox" where it can "play" safely without doing any damage to the "real world" or full Java ${ }^{\text {TM }}$ environment. In such an environment, Java ${ }^{\mathrm{TM}}$ applets don't communicate, but each has its own name space.

Some smart card operating systems don't permit execution contexts to communicate directly, but do permit communications through an operating system, or through a server.

The Problems
A number of problems exist when trying to place computer programs and other information on a small footprint device. One of the compelling problems is the existence of very limited memory space. This requires often extraordinary efforts to provide needed functionality within the memory space.

A second problem associated with small footprint devices is the fact that different small footprint device manufacturers can utilize different operating systems.

As a result, applications developed for one operating system are not necessarily portable to small footprint devices manufactured by a different manufacturer.

If programs from more than one source of programs (manufacturer or vendor) are to be applied to a single small footprint device, security becomes a factor as one attempts to avoid corruption of existing programs and data when a new program is loaded on to the small footprint device. The same concem exists when one wishes to prevent a hacker or a malicious person from accessing programs and data.

It is clear that small footprint devices such as smart cards don't have the resources necessary to implement separate virtual machines. Nevertheless, it is desirable to maintain strict security between separate execution contexts.

In the past, security was provided by loading only applications from the same source or from a known trusted source onto a smart card or other small footprint device.

Accordingly, it would be desirable to allow object-oriented interaction between selected execution contexts only in safe ways via fast efficient peer to peer communications which do not impose undue burdens on the programmer but facilitate dynamic loading of applets written at different times by untrusted sources.

## SUMMARY OF THE INVENTION

The invention is directed to providing a context barrier (sometimes referred to as a firewall) for providing separation and isolation of one context from another and to provide controlled access across the barrier when that is needed.

In accordance with the invention, two execution contexts, e.g. each containing one or more applets, running in the same logical (i.e., virtual or real) machine, protected from each other, can share information in a controlled, secure way, using language mechanisms, such as object-oriented language mechanisms. Security can be, for example, object by object. Thus, a method in a first execution context can access a first object $A$ in a second execution context, but not a second object $B$ in the second execution context on a selective basis.

In accordance with one exemplary embodiment, an enhanced Java ${ }^{\text {TM }}$ Virtual Machine (VM) provides certain run-time checks of attempted access across execution contexts in the VM. Checks can be automatic by the VM or coded by the programmer
with support from the VM . This can be done using language-level communication mechanisms. In this way, one can express object access across execution contexts in the same way as other object accesses using the language are made. These nun-time checks provide a second dimension of defense/security beyond that which the Java ${ }^{\text {m }}$ language and platform already provide.

These mechanisms provide protection against, e.g., security holes due to programming bugs (such as declaring a datum "public" (global) when it shouldn't be accessible to all contexts). They also allow fine-grain control of sharing (such as selection of objects to share and applets to share to).

The invention is also directed to computer program products and carrier waves related to the other aspects of the invention.

The foregoing and other features, aspects and advantages of the present invention will become more apparent from the following detailed description of the present invention when taken in conjunction with the accompanying arawings.

## BRIEF DESCRIPTION OF THE DRAWINGS

The features and advantages of the present invention will be apparent from the following description in which:

Figure 1 is an illustration of a computer equipped with a card acceptance device and of a smart card for use with the card acceptance device.

Figure 2 is an illustration of a computer equipped with a card acceptance device connected to a network.

Figure 3 is an exemplary hardware architecture of a small footprint device, such as a smart card, of the prior art.

Figure 4 illustrates objects being accessed by principals as done in the prior art.
Figure 5 is an exermplary security model which can be used in explaining the various embodiments of the invention.

Figure 6 is a block diagram showing separation of execution contexts by a firewall or context barricr in accordance with one aspect of the invention

Figure 7 is a representation of a software architecture useful in carrying out the invention.

Figure 8 is a flow chart of a security enforcement process implementing a firewall in accordance with one aspect of the invention.

Figure 9 is a block diagram showing object access across a firewall in accordance with one aspect of the invention.

Figure 10 is a block diagram showing cascaded object access across a firewall.
Figure 11 is a flow chart of a process for permitting access by a principal in one context across a firewall into another context.

Figure 12 is a block diagram illustrating the use of an entry point object to permit access across a firewall.

Figure 13 is a block diagram illustrating the use of a global data structure such as an array for access across a firewall.

Figure 14 is a block diagram illustrating the use of a supercontext to permit access across a firewall.

Figure 15 is a block diagram illustrating the use of shareable interface objects to permit access across a firewall.

Figure 16 is a flow chart of a security enforcement process permitting access across a firewall.

Figure 17 is the flow chart of Figure 16 showing details of block 1620.
Figure 18 is a flow chart showing an exemplary implementation of block 1629 of Figure 17.

## NOTATIONS AND NOMENCLATURE

The detailed descriptions which follow may be presented in terms of program procedures executed on a computer or network of computers. These procedural descriptions and representations are the means used by those skilled in the art to most effectively convey the substance of their work to others skilled in the art.

A procedure is here, and generally, conceived to be a self-consistent sequence of steps leading to a desired result. These steps are those requiring physical manipulations of physical quantities. Usually, though not necessarily, these quantities take the form of electrical or magnetic signals capable of being stored, transferred, combined, compared, and otherwise manipulated. It proves convenient at times, principally for reasons of
common usage, to refer to these signals as bits, values, elements, symbols, characters, terms, numbers, or the like. It should be noted, however, that all of these and similar terms are to be associated with the appropriate physical quantities and are merely convenient labels applied to these quantities.

Further, the manipulations performed are often referred to in terms, such as adding or comparing, which are commonly associated with mental operations performed by a human operator. No such capability of a human operator is necessary, or desirable in most cases, in any of the operations described herein which form part of the present invention; the operations are machine operations. Useful machines for performing the operation of the present invention include general purpose digital computers or other computational devices.

The present invention also relates to apparatus for performing these operations. This apparatus may be specially constructed for the required purpose or it may comprise a general purpose computer as selectively activated or reconfigured by a computer program stored in the computer. The procedures presented herein are not inherently related to a particular computer or other apparatus. Various general purpose machines may be used with programs written in accordance with the teachings herein, or it may prove more convenient to construct more specialized apparatus to perform the required method steps. The required structure for a variety of these machines will appear from the description given.

## DETAILED DESCRIPTION

Attached as an Appendix to this specification is an unpublished draft of a document entitled JAVA CARD RUNTIME ENVIRONMENT 2.1 SPECIFICATION. This draft document, which provides further detailed description of specific embodiments of the invention, is incorporated in its entirety as an integral part of the present specification.

Although the inventive techniques are described hereinafter in the context of a smart card example, the example is merely illustrative and shouldn't limit the scope of the invention.

Figure 1 is an illustration of a computer 120 equipped with a card acceptance device 110 and a smart card 100 for use with the card acceptance device 110. In operation, the smart card 100 is inserted into card acceptance device 110 and power and data connections applied through a set of contacts 105 accessible at the surface of the smart card 100 . When the card is inserted, mating contacts from the card acceptance device 110 interconnect with the surface contacts 105 to power-up the card and permit communications with the onboard processor and memory storage.

Figure 2 is an illustration of a computer equipped with a card acceptance device, such as 120 in Figure 1, connected to a network 200. Also connected to a network are a plurality of other computing devices, such as server 210. It is possible to load data and software onto a smart card over the network 200 using card equipped device 120. Downloads of this nature can include applets or other programs to be loaded onto a smart card as well as digital cash and other information used in accordance with a variety of electronic commerce and other applications. The instructions and data used to control processing elements of the card acceptance device and of the smart card may be stored in volatile or non-volatile memory or may be received directly over a communications link, e.g., as a carrier wave containing the instructions and/or data. Further, for example, the network can be a LAN or a WAN such as the internet or other network.

Figure 3 is an exemplary hardware architecture of a small footprint device, such as a smart card, of the prior art. As shown in Figure 3, a processor 300 interconnects with primary storage 310 which may include read only memory 315 and/or random access memory 316. The processor also connects with a secondary storage 320 such as EEPROM and with an input/output 330 , such as a serial port. One can see the small footprint devices of this nature can be very simple.

Figure 4 illustrates objects being accessed by principals as done in the prior art. As shown in Figure 4 , physical device 400 , such as the small footprint device may have contained within it one or more processing machines (virtual or physical) which are running an execution context 420 . The execution context may be, for example, a context associated with a particular applet. One or more principals 430 (e.g., applets or applications) in the execution context may seek to access other objects within the
execution context. As long as the access occurs within the execution context, the accesses will be permitted and everything will function normally.

Figure 5 is an exemplary security model which can be used in explaining the various embodiments of the invention. It is just one of many models which might be utilized but is a convenient model for this purpose. In this model, a principal (sometimes called entity) 500 proposes to take an action 510 on an object, such as object 520. Security checks may be imposed on the principal, on the object, and/or on the action proposed to be taken.

In Figure 5, two types of objects are shown on which action may be taken by a principal. These include data objects, (e.g. data1 and data2 ( $520,520^{\prime}$ )) and entity 530. A principal may operate or attempt to operate on any of these objects.

While data is passive, an entity 530 is active. The diagram line from Principal to an active entity is also labeled "action," but this could be a more sophisticated and arbitrarily complex action, such as making a function or method call or sending a message as compared with action on a data object. As with data, a security check enforced by the operating system may use the identity of the principal, the identity of the entity, and/or the type of action. Furthermore, the entity, being active, can perform its own additional security checks. These can be as arbitrarily complex as one desires, and can make use of the identity of the Principal, the identity of the entity itself, the action, and/or any other information that is available.

In an object-oriented system (such as the Java Card ${ }^{\text {TM }}$ platform) "objects" are typically a combination of data and entity. When a Principal tries to access a field of an object, this is a data access-a fairly simple action protected by a fairly simple security check. When a Principal tries to access a method of an object, this is an entity access, which can be arbitrarily complex both in action and in security check.

Figure 6 is a block diagram showing separation of execution contexts by a firewall or context barrier in accordance with one aspect of the invention. The physical device 400 and the machine 410 correspond to the same items shown in Figure 4. An execution context 420 shows one principal 430 attempting to access object 440 within the context. This access would normally succeed. However, execution context 420 also shows a principal 630 attempting to access object 640 of execution context 620 , across a
context barrier 600. Normally; this access would be prohibited as indicated by the $X$ 636 where the action 635 crosses the context barrier 600.

Figure 7 is a representation of a software architecture useful in carrying out the invention. This software architecture is shown as a run time environment 700. An operating system 710 for the small footprint device is commonly used. A virtual machine 720, in an exemplary embodiment of the invention, is implemented over the operating system. The virtual machine could be a Java Card ${ }^{\text {TM }}$ virtual machine or other virtual machine. The capabilities of a standard virtual machine can be expanded to provide the additional functionality described herein or the functionality can be provided as separate modules. The virtual machine 720 may include an interpreter or native implementation 730 which provides access to a run time system 740. The run time system includes object system 750 for managing the objects of an object oriented implementation. Three contexts, 760, 770 and 780 , are shown. Each context is separated from the other by a context barrier (sometimes referred to as a firewall) between the execution contexts. Context 760 is, in one specific embodiment, a supercontext. That is, context 760 has privileges and capabilities not available to subordinate contexts 770 and 780 , potentially including privileges to create entry point objects or global data structures, and to access objects in subordinate contexts 770 and 780.

Every object is associated with one particular context. That context is said to own each object that is associated with it. The runtime system 740 provides a means for uniquely identifying contexts, and a means for specifying and identifying the currently executing context. The object system 750 provides a mechanism for associating objects with their owning contexts.

For example, the runtime 740 can identify contexts with a unique name, and correspondingly the object system 750 can associate objects with that context by recording the context's name in the object's header. Information in the object's header cannot be accessed by programs written in the object-oriented language, but is only available to the virtual machine 720 itself. Alternately, the nuntime system 740 can identify contexts by dividing the menory space into separate regions, each for a particular context, and correspondingly the object system 750 can associate objects with
that context by allocating the object's storage in that context's memory space.
Figure 8 is a flow chart of a security enforcement process implementing a context barrier in accordance with one aspect of the invention. When a principal invokes an action on an object (800) a check is made to determine whether the object is within the context of the principal (810). If it is not, the action is disallowed (840). Otherwise, the action is permitted (830). This is the simplest form of context barrier or firewall. In one specific embodiment the action is disallowed (840) by throwing a security exception if the object is outside of the namespace or the memory space of the context requesting access.

Figure 9 is a block diagram showing object access across a firewall in accordance with one aspect of the invention. Figure 9 is substantially similar to Figure 6. However, Figure 9 also shows principal 900 seeking to access object 910 in order to perform action 905 on the object 910 . According to the invention, rather than having the access blocked by the firewall 600, in the way that action 635 is blocked, action 905 is permitted to occur across the firewall through access point 920 so that principal 900 can perform action 905 on object 910 notwithstanding the fact that the principal and the object are in different execution contexts. The mechanisms behind access point 920 are described below with reference to Figures 12-18. Note that access point 920 can coexist with obstructed accesses such as X 636. Thus access point 920 provides finegrain control of sharing (object by object security) across context barrier 600.

When object access 900 is initiated, the current context setting is context 420 . If the object 910 is a data object, the action 905 is a simple data access, and no code is executed in the second context 620. If the object 910 is an entity object, and the action 905 results in that object's code being executed, that code is executed in the second context 620. To execute the code of object 910 in the correct context 620 , the virtual machine 410 performs a context switch. The context switch changes the current context setting to be context 620, and the previous value of the current context setting is stored so that it can be restored later. From that point on code will execute in the new current context. When the action 905 completes, control is returned to the point following access 900 . During the return, the virtual machine 410 must restore the value of the current context setting to its previous value.

Figure 10 is a block diagram showing cascaded object accesses across a firewall. Figure 10 shows three execution contexts, 1000, 1010 and 1020. Principal 1030 in execution context 1 seeks to invoke an action 1035 on object 1050 in execution context 2 and does so through access point 1070 in context barrier 600. Object 1050 in execution context 2 has an object access 1040 which seeks to perform an action 1045 on the object 1060 in execution context 3. It achieves this by using access point 1080 in context barrier 600' separating execution contexts 2 and 3. Object 1050 in execution context 2 also has another object access 1090 which invokes an action 1095 on an object 1099 in the same execution context, that is, in execution context 2. Both actions 1035 and 1045 result in context switches as described in the explanation of Figure 9. But as action 1095 does not cross the context barrier, a context switch is not required for its execution, and therefore does not occur.

Figure 11 is a flow chart of a process for permitting access by a principal in one context across a firewall into another context. There are essentially three steps to this process. In execution context 2 , an object to be accessed is created and designated as shared (1100). In execution context 1 , the principal obtains a reference to the object in execution context 2 (1110). The principal in execution context 1 then invokes an action upon the object designated as shared in context 2 (1120).

With respect to identifying or designating a created object as shareable as discussed in item 1100 of Figure 11, this can be done, in accordance with a specific embodiment of the invention, by including a shareable attribute in the header of an object's representation. Information in an object's header cannot be accessed by programs written in the object-oriented language, but is only available to the VM itself.

Obtaining a reference to an object in another context is a special case of accessing an object in another context. A mechanism that provides access to an object in another context can make other objects available also. For instance, invoking a method on an object in another context may retum a reference to a second object in a different context. An additional mechanism is required to allow an initial reference to an object in a different context to be obtained. In a specific embodiment, references to certain well-known entry point objects can be obtained using a public API. Once the initial reference to an object in a different context is obtained, further references can be
obtained from that object, and so on.
There are four general approaches to obtaining information across a context barrier in accordance with the invention. These approaches can be utilized individually or in combination in order to access an object across a context banrier or to obtain a reference of an object to be accessed across a context barrier (1110). These approaches are described in Figures 12-18.

Figure 12 is a block diagram illustrating the use of entry point objects to permit access across a context barrier. As shown in Figure 12, some object 1200 in context 770 (context 1) desires access to information in supercontext 760. In the specific embodiment, a supercontext 760 contains at least one entry point object 1210. The entry point object 1210 can be published as part of a public API, or can be made available indirectly through a published API (e.g., in accordance with the mechanisms described previously with reference to Figure 11), so that each context subordinate to the supercontext may communicate with the entry point object of the supercontext. (It will be appreciated that in other embodiments, entry point objects may be housed by a context other than the supercontext.)

Figure 13 is a block diagram illustrating the use of global data structures to permit access across a firewall. In this approach, supercontext 760 creates a global data structure such as a global array. In the specific embodiment supercontext 760 is the only context permitted to create such a global data structure. (It will be appreciated that in other embodiments, global data may be housed by a context other than the supercontext.) By virtue of its global status, each of the contexts 770 and 780 may read and write to the global data structure. Thus, information written into the global data structure by one context can be read by another context. For example, this mechanism can be used to pass binary data or references to objects between contexts.

Figure 14 is a block diagram illustrating the use of supercontext privileges to permit access across a context barrier. In Figure 14, an object in supercontext 760 seeks access to context 780 across the context barrier separating the two. Supercontext 760 can invoke any of the methods of context 780 and can access any of the data contained within context 780, by virtue of the privileges associated with the supercontext.

Figure 15 is a block diagram illustrating the use of shareable interface objects to permit access across a firewall. A shareable interface defines a set of shareable interface methods. A shareable interface object is an object that implements at least the set of methods defined in a shareable interface. In Figure 15, object 1210 in context 2 (780) is a shareable interface object. An object access 1200 in another context 770 can invoke any of the shareable interface methods on the object 1210 if the principal of the object access 1200 is authorized to do so by the object 1210 itself. This authorization is further discussed with reference to Figure 18 below.

It will be appreciated that a virtual machine consistent with the invention provides functionality beyond that of earlier virtual machines, such as the virtual machine described in the Java ${ }^{\mathrm{TM}}$ Virtual Machine Specification. In particular, consistently with the invention, the virtual machine provides functionality to implement or to facilitate a security enforcement process that permits access across a firewall. This process is described next with reference to Figures 16-18. Note that it is applicable to any approach for providing access across the firewall, including but not limited to the four approaches described with reference to Figures 12-15 above.

Figure 16 is a flow chart of a security enforcement process permitting access across a firewall. When a principal attempts to invoke action on an object 1600, a check is made to determine if the object is within the context of the principal (1610). If it is, ( $1610-\mathrm{Y}$ ), the action is permitted (1630). If it is not, ( $1610-\mathrm{N}$ ), a check is made to see if the action by the principal is permitted on the object (1620). If it is, $(1620-\mathrm{Y})$, the action is permitted $(1630)$. If it is not, $(1620-\mathrm{N})$, the action is disallowed. In the specific embodiment a security exception is thrown (1640).

Figure 17 is the flow chart of Figure 16 showing further details of block 1620. If the object is not within the context of the principal ( $1610-\mathrm{N}$ ), a plurality of tests, 1621 , 1622, 1623... 1629 are undertaken to see if the action by the principal is permitted on the object. These tests can be done by the virtual machine alone or by the virtual machine plus the object, in a virtual machine object oriented implementation. If any of the tests results in a pass, the action is permitted (1630). However, if all tests result in a negative determination ( $162 \mathrm{X}-$ No), the action will be disallowed. In a specific embodiment, a security exception will be thrown (1640). These tests relate to the permitted access
discussed in conjunction with Figures 12-15.
Figure 18 is a flow chart showing an exemplary implementation of block 1629 of Figure 17 for use with access method described in Figure 15. In a test, such as 829 or 1629, a virtual machine checks if the object is a shared object 1810. If it is not ( $1810-$ No), the fest will fail. However, if it is ( $1810-\mathrm{Yes}$ ), the virtual machine will invoke the method $A$ on object $O$ (1820). If the method $A$ on object $O$ determines that the principal is authorized (1830), the test will be passed (1840) and access permitted. Otherwise, the test will fail (1850). This allows the authorization text to be programmed into the code of the object itself.

Although the invention has been illustrated with respect to a smart card implementation, the invention applies to other devices with a small footprint, not just to smart cards. Devices with a small footprint are generally considered to be those that are restricted or limited in memory or in computing power or speed. Such small footprint devices may include boundary scan devices, field programmable devices, pagers and cellular phones among many others.

In general, small footprint devices are resource constrained computational devices and systems where secure interoperation of execution contexts is a concern. Such small devices impose constraints on the implementation of security measures because of their limited resources. Because of resource constraints, in a virtual machine implementation, a single virtual or physical machine must be used as opposed to multiple virtual machines.

The invention may also be applied to devices with larger foatprints where the characteristics of the invention may prove beneficial. For example, the invention may prove advantageous when using servlets if there is object sharing between them. Even some desktop systems may profitably utilize the techniques of the invention.

While the Java ${ }^{\text {TM }}$ language and platform are suitable for the invention, any language or platform having certain characteristics would be well suited for implementing the invention. These characteristics include type safety, pointer safety, object-oriented, dynamically linked, and virtual-machine based. Not all of these charactenstics need to be present in a particular implementation. In some embodiments, languages or platforms lacking one or more of these characteristics may be utilized. A
"virtual machine" could be implemented either in bits (virtual machine) or in silicon (real/physical machines).

Although the invention has been illustrated showing object by object security, other approaches, such as class by class security could be utilized.

Although the present invention has been described and illustrated in detail, it is clearly understood that the same is by way of illustration and example only and is not to be taken by way of limitation, the spirit and scope of the present invention being limited only by the terms of the appended claims and their equivalents.
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## Preface

Jovan Cardrutechoology combines a porion of the Java progranming languge with a nutime environment optimized for amart cards and retated, sroall memory embedded devices. The gay of Itve Card technology is to bring may of the benefits of dava software programming to the rexource-contrained world of smart cards.

This document is a apedfication of the Javi Card Rumeme Envirorment (JCRE) 2.1. A vendor of a dava Cardenabled device providen an implementation of the JCRE. A. JCRE implementation with in te context of this sperification refers to a vendor's implementation of the Jave Cand Virtual Mactine (VM), the hava Card Application Progromming linterface (API), or other compoment, bsed on the Javi Card technotogy apecifications. A Refenence /mplemerration is an implementation produced by Sun Mierosystems, Inc. Applets writton for the lave Card plafform are referred to as Jave Card applets.

## Who Should Use This Specification?

This apecification is intended to axsist CCRE inpplementers in creaing an tmplemertation, developing a apecificution to extrand the lava Cand technology apecifications, of in creating an externion to the dava Card Rumtime Environment (JCRE). This apecification is also interded for Java Card appled developers who want a grtater understanding of the Javi Card iechnology tpecificstions.

## Before You Read This Specification

Before reading this gaide, you ahould be furailizr with the lava programoming langusede, the Java Card technology mpecificationt, and mart card technology. A good resource for becoming familiar with Java technology end Java Card technology is the Sun Microcyatems, inc. webgite, loceted at: nttpi//javia.sun.cen

## How This Specification Is Organized

Chapter 1, "The Scope and Reepoarblltues of the JCRE, gives an overview of the services required of a TCRE implemention.

Chapter 2, "Uretione of the Virtwil Machine," define the liftime of the Virtual Machine.

Chapter 1, "Applet Lietme," defines the lifetime of an appotet.
Chapter 4, "Trasient Objects", provides an overview of trassient objects.
Chapter 5, "Selection," describes how the JCRE handes applet selection
Chapter 6, "Applet isolition and Object Sharimg" dexcibes applax ionlation and object sharing.
Cispler 7, "Tramaceions and Atomictity." provides an overview of atamiciry during trayuactions
Chapter fr, "API Toples," dexaribes API functionality required of a JCRE bul not completely specified in the Sawa Card 2.1 API Specificatbon.

Chaperer 9 , "MIrtual Machine Toples," describer wirual machine speedfics.
Chapter 10, "Applet Lastaller," provides an overview of the Applet installer.
Chapler 11, "API Constants," provides the numerte value of ponstants that are uot ppeet fied in the Jowa Cand API 21 Specticarion.

Glossary is a list of words and their definitions to assist you in using this book.

## Related Documents and Publications

Referenoes to various docurments of producta are ramde in this manual. You ctould have the following documents available:

- Joua Cond 1.1 API Draft 3 Specifioantion, Sun Microsystens, Ine.

展 Java Cand 2.0 Language Subser and Virmal Machine Specification October 13, 1999, Revirion 1.0 Finnt, Sun Microsyzten, Inc.

- Lava Card Applet Developur's Guide, Sum Micresyamas, Ine.

The Java Language Specficarion by James Gosliag, Bill Joy, and Guy L. Stecta Addien-Wezley, 1996, ISBN 0-201-6345t-1.
The Jave Virnual Mactine Speeffication (Java Series) by Tima Lindhatro and Frank Yellin. Addison. Wealey, 1996, 1SBN 0-201-61452-X.
角 The Java Claxs Libraries: An Annoanted Reference (Iava Series) by Patrick Chun and Rosenna Loo Addisen-Wealey, two volunce, ISEN: 0201310023 and 0201310031 .
(1SO 7816 Specification Parts 1-6.
EMV "96 hregryed Circuit Card Specification for Paymear Symenns.

## 1. Introduction

The Java Card Rumtime Environment (JCRE) 2.1 contsins the Java Card Virtual Machine (VM), the Java Card Applictica Progremming lnterfuce (API) classes (and industry-specific extensions), and suppert servicen.

Thin document, the JCRE 2.1 Specifieation, spectifer the JCRE fumtionality required by the Java Card technology. Any implemencation of Java Card bechnology shall provide this necessary behavior and envirouncent.

## 2. Lifetime of the Java Card Virtual Machine

In a PC or workstation, he lavn Virual Machine nats as an openting syaten processe. Wheo the OS process is terninaseof, the feva applictions and their objects are aulomatically dearoyed.

In fava Card tectunology the execution lifetime of the Virual Machine (VM) is the liftoine of the card. Most of tha information stored on a card shall be preserved even when power is removed from the card. Perriztent memory technology (such as EEPROM) enables a mart card to stere information when power is removed. Siate the WM and the objects created non the cand are used wo ropreseak application information that is persistens, the lava Curd VM mppears to nom forter. When power is reruoved, whe VM tops canly termporarily. When the card is next resec, the VM stants up again and recovers is previous object beap from perxistent storage.
Aside from its persisters nature the fave Card Virtual Machino is just like the Jave Virtual Machine.
The card initializaton time is the time after roaskinge and pricer to the time of card permanalization and lesuance. Al the time of card initislization, che ICRE is initistized. The tramewort objects creared ty the ICRE exist for the liferime of the Virmal Mischine Beccuse the execurion liferime of the Virtual Machine end the JCRE framework pan CAD seasions of the card, the lifetimes of abjects created by appleis will diso spsan CAD sezsions. (CAD means Cand Aceeptance Device, or card reader. Card zestions are thope periods when the card is inserted in the CAD, powered up, end exchanging strearnt of APDUs with the CAD. The earro sexsion eady when the card is removed from the CAD.) Objects that bsve chis propery are callod persisteat objects.
The ICRE implementer shal make an otiect persistent when:

- The Applet xesister method is called. The JCRE zcres a peftrence to the trstance of the applet object The ICRE implementer thall censure that instances of class applet are perristent
 requirauent eteras from the need to preserve the integrity of the ICRE's internel data aruscures.


## 3. Java Card Applet Lifetime

For the puaposes of this specification, a dave Card applet's tifetime beginas at the point that it has been ecortectly losded into cand meanory, linked, and otherwise prepared for execution. (For the remainder of this specification, applet refers to an applet written for the Java Card platform.) Applets registered with the Applat. xegiater method exist for the lifetime of the card. The JCRE interacta with the applet via the applei"E public methods
 inseall wethod is act implemented, the applet's objecta canoot be created or thitialized. A JCRE implenentation stull call en spple's install. select, deaelece, mod proeess methods as described below.

When the applet is installed on the smart card, the atatic insta 11 method is called once by the JCRE for each applet inseance oreated. The JCRE shall not call the applei's conatructor directly.

### 3.1 The Method install

When install is called, po objecas of the applet exist. The main task of the ingtall method within the mpplet is to create an instance of the Applet ciass, and to regirter the insance. All other objects that the applet will need during its lifetime can be creatod an is feasible. Any other preparations necesary for the applet to be
 parameters from the coatems of the incoming byte amy parameter.

Typically, an applea createl various objects, bitillizes them with pradefiaed values, seew some intemal state variables, and calls the AppinE. ragister method to tpecify the AID (applet DDentifier as defined in ISO 7816-5) to be used to selaci it. This ingallation is conridered puccessfat when the call to the Applue. regiecer method completer whour an exception. The installation is deamod ungusessffid if the Lascill methad does not cell the Applet. rwgisecermethod, or if an exepption is trown from within the instali method pricr to the Applet. reginter methad being salled, or if the xpplet . xegister method throws an exceprion. If the installation is unsuccensful, the JCRE thell perfown all cleanup when it regains controf. That is, all persistent objects shall be renumed to the state they had prior to calling the inste 21 method. If the inctallation is subceasful, the ICRE can mark the applet as avilable for selection.

### 3.2 The Method select

Appleta remain in a suspended state until they are explizidy selected. Selection cocura when the ICRE receives a SELECT APDU in which the name data matches the ADD of the sppiet. Selection eauses an applet to becorne the currently selected applet.
Prfor to calling SELECT, the JCRE shall deselect the previously selected applet. The JCRE indicate this to the applet by invokiag the applet's deaelect method.

The JCRE informs the applet of selection by involaing itn me lect method.
The applet may decline to be selectod by returning false from the call to the aslece method or by throwing an exceptica. It the applet retums true, the actual SELECT APDU command is supplted to the applet in the subsequent call to its procens method, so that the applet can examine the APDU contents. The applet can process the SELECT APDU conmand exactly like it procester any other APDU command. it can respond to the SELECT APDU with data (see the procese method for detailia), or it can flag.error by throwing en I Solaxeeption with the appropriste SW (refurned eturus word). The SW and optional respongt data are perumed to the CAD.

The Applec. aelact ingApplet method shall retum tue when called daring the eelect method. The Applet. welecting Applet method will continue to retum true during the eubsequent process method, which is called to process the SELECT APDU commend

If the applet deelmes to be selented, the ICRE will return an APDU response status word of 180. SM ApplBT EELECT_FAILED to tho CAD. Upon gelection fallure the ICRE stato is get to findicate that no applet is aelected.

After sueceasful selection, all subsequent APDUs are delivered to the currently stlected applea via the proeess method.

### 3.3 The Method process

All APDUs are received by the JCRE, which passan in instance of the APDU clase to the process method of the curreutly serected applet.
Note- A SELECT APDU might cuse a change to the currently selectad apples price to the coll to the procese method.
On nomal renurn, the JCRE automatically appends $0 \times 9000$ 知 the complecioa reaponse SW to why dinto already seat by the epplef.
At any time during proceas, the applet may throw an Isozxception with an appropriate SW, in which ease the JCRE estcher the exerption and returt the SW to the CAD.
If may other exception is thrown during procesa, the JCRE catches the exoeption and retums the statas word 1507016.514 unmanown to the CAD.

### 3.4 The Method deselect

When the JCRE rexives a SELECT APDU command in which the ame matches the AID of an applet, the JCRE calls the DESELECT method of the currently zelected applet. This allows the applet to perform sny cieanup operations that may be requirod in urder to allow some other epplet to execute.
 Exceptions chrown by the datelect. nethod ase caught by the dCRE, but the applet is deselected.

### 3.5 Power Loss and Reset

Power loss oceurs when the card is withdrawn from the CAD or if there is tone other mechanical or electrical failwre. When power iy resplied to the card and on Cand Reset (warm or cold) the JCRE shall enare that:

- Transient data is seset to the defult value
- The tranaction in progreas, If any, when power was lant (of reser cocurred) is aboried.
- The applet that whas selocted when power was lost (or reset ocsumed) becomes iraplicitly deselected (in thin case the dowiect mucthod is not called.)
- If the JCRE mplements default applen selection (sere para greph 5.17, the default applet is selected as the currandy selected applet, und that the defaht spples's oeleact mithod is called, Otherwise, the JCRE sers its atate to indicase that no appiet is selecesd.


## 4. Transient Objects

Applets sornecimes require objects thet conkain semporary (cransient) data that need not be persiztent across CAD sessions. lava Card does not mppary the Javt teymond transienc. However, Java Card technology provides methods to create cranticnt irray with primitive componenta or rafornots to object.

The eerm "trangient object" is a misnomer. It ean be incorrectiy interpresod to asean that the objees itself is transient. However, only the contents of the fields of the objoct (except for the leagh field) have a transieas aature As with any other objece in the lava programming language, transient objects within the Java Card platform exist as long as they are referenced from:

- The stact
- Local variablice
- A class satic field
- A field in another exissing objeca

A transient objece within the lava Card plaform has the following required behevior:

- The fielde of a trangieni cojees ghall be cleared to the field's defuli value (zera, false, of null) at the occurrence of cerring events (see below).
- For security reasons, the fields of a transient object shall sever be mored in a "peraistent menory techaology. Usigg current mart card lechnology as an example, the contents of transient objectian be sured in RAM, bus never in EEPROM. The purpose of this requirement is to allow trangient objects to be used to store session keys.
- Writel to the fielde of a transient object ghall not have a performanoe paratify. (Uning current amart cand sechnology as an example, the contents of transioni cojects can be slored in RAM, while the conients of now-cransient objecter can be stored in EEPROM. Typicslly, RAM tochnology has annch tasto write cycie time then EEPROM.)
- Writes to the fields of a trasient object hasll not be affected by "trantactionse "That in, an abort Tranamecion will never cause field tin trancient object to be gestorad to a previous vatue.

This behavior make transienl objects ideal for zmall amounex of temporary applet dara the is frequendy modified, but then need not be greaerved ncross CAD or select sestions.

### 4.1 Events That Clear Transient Objects

Perwistent cobjects are used for ratiatsining states that shali be preserved acrows card resecs. When a transiant object is created, one of two evente are specified that eause its fields to be cleared. CLEAR_ON_RESET stansiem objects are used for maintaining pates that anall be preserved arrosi spplet selections, but not ecross Card reses. CIEAR ON DESELECT transient objects are used for mainvaining astes that must be preserved while an applet is selected, but act ecross applet selections or card resets.

Details of the two clear events ere as follows:

- CLEAR ON RESET-the object's fields are cleared when the card is reser. When a card is powered on, thit alro causta a card reset.

Note - It is nor nexemary to clear the fields of transicnt objects before power is renoved from a card. However, it is nocessary to guarantee that the provious consents of such fields cannot be recovered once power is lost.

- CLEAR ON DESELECT-4he object's fields are cleared whenever any spplet is dexelectod. Bectuse a card reser implicitly deselecs the currently aclected apples, the fields of CLEAR_ON DESELECT objeztr are elso dlemed by the esme events specifiod for CLEARON RESET.

The currenily selected applet is explicity deselected (its deselece method is called) only when a SELECT command is processed. The currertly selectod applet is deselected and than the fields of all CLEAROONDESELECT trangient objects are cleared regardless of whether the SELECT command:

- Fails to select an applat
- Selects differeal applet.
- Reselecs the cume applet.

[^1]
## 5. Selection

Cards receive requests for service fram the CAD In the form of APDUs. The SELECT APDU is used by the JCRE to designate a currently selected applet. Once selected, an applet receives all subsequant APDUs until the applet becomes deselectiod.

There is no currently solected apple when either of the following occurs:

- The card is resee and no applet has been pre-designated as the default applef.
- A SELECT command fails when attempting to select an applet.


### 5.1 The Default Applet

- Normally, applets become seiscted only via a suecessful SELECT command However, same smart cand CAD applications require that there be a default applet that in inmplicitly selected after every card reset. The behavior is:

1. After card resent (or power on, which is a form of reser) the KCLE performs its inizializations and checkes to see if its internal state indicates that a particular applet is the defult applet. If so, the JCRE makes shis applet the currently selected applet, and the applet's aelect method is celled. If the spplet's aelect method throwe an exception or returas Ealse, then the JCRE sets it thty to indicate that no applet is selocted. (The applet's process method is nox called during defuult spplet seloction because there is no SELECT APDU.) When a default applet is selected at card reset, it ahull not require its process method to be called.
2. The JCRE ensurea thist the ATR has been sent and the card in now ready to acoepr APDU commands

If a default applei was auccexsfully selected, then APDU commands can ba sent directly to thig applet If a defult applet was nos alected, then orly SELECT commands can be processed.

The mechanism for specifying a default applet in not defined in the lava Cand API 2.1. It is a JCRE implemertation detail and is left to the individual JCRE implementers.

### 5.2 SELECT Command Processing

The SELECT APDU command is uxed to select an applet. Its beheviog is:

1. The SELECT APDU is alway processed by the JCRE regandess of which, if any, 䀘plet is wetive.
2. The JCRE searches in interal tahle for a mashing AID. The JCNE ciall gupport melecting an applet where the full AID is present in the SELECT cocwanend

JCRE inplementars are free to enbance edxeir ICRE to suppon other selection criterion. An example of this is selection vis partint AO match as specificd in ISO 78i6-4. The spacific requirements are as follows:

Noto - An atterist mdicutes binary bit numbering as in 1507816 . Mas significant bit m8. Least significint bil $=6$.
a) Apples SELECT cormurand usea CLA=0000, TNS=0xA4.
b) Applea SEL.ECT commad use "Selestion by DF name". Therefore. PIo $0 x 04$.
c) Any other value of Pl impliex that is not sua epplet telect The APDU is processed by the cumently sclecsed apples
d) JCRE ghsh appont exact DF name (AID) selection Lo $\mathrm{P} 2 \mathrm{~m} 460000 \times x 00$. (64,b3" are donil care).
e) All other partial DF name SELECT options (b2,b1*) ere JCRE implenoentation dependant
i) All file control mformstion cption codex (b4,b3*) ghall be supported by the JCRE and interpreted and processed by the applet.
3. If no AID match is found:
a. If there ia no currently selected applet, the JCRE respads to the SELECT coramand with atatus code $0 \times 6999$ (SW_APPLET_SE1ECT FALLED).
b. Otherwise, the SELECT comazad is formatded to the caxrently ealected spplen's proceas method. A context witch tineo the applet's contexa occurs at this poiat (The applet content is defined in paragraph 6.1.1.) Applets may use the SELECT APDU commund for ther owa internal SELECT processing.
4. If a matching ADI is found, the JCRE prepares to sefoct the new epple If there is an camratiy setected apples it is desciocsed vin a call to its deselect mathod A context switch into the deseloctod epplet's contexl occure at this poink The ICRE coutext is rentored upon exir from dee el ect.
5. The JCRE set dre new currently selecsed applat. The new spples is selected via a call to its belect snechod, and a context miteb into the new apples's ecntext occurs.
8. If the applet's melect methad thrown an exception or returns Ialae, chen JCRE stucic ece no that no applet in selecesel The JCRE responds to the SELECT command with serus Code 0x6999 (SW_APPLET SELECT_FAILED).
 inpun parameter. A contexi switch into the epples's context ocours

## Noteg -
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If there is ao matching A1D, the SELECT command is forwarded to the curreally selected epple (if any) for procesting es a nornal epplet APDU command.

If there is a maiching AID and the SELECT command fails the JCRE wluyss enters the ostere where no apple is selected.

If the matching ADD is the same as the carrmely selected applet, the ICRE still goes through the procest of deselecting the applet and then selecting it Reselection coutd fail, leaving the curd in s state where no applet is
selected. selected.

### 5.3 Non-SELECT Command Processing

When a nom-SELECT APDU is repived and there is no currently selected upplet, the JCRE shall respand ta the APDU with status code 0x6999 (SW_APPLET SELECT_FAILED).

When anom-SELECT APDU is reoelved und there is a currenty melosted mpplet, she JCRE in vokess the process method of the currently selected applet passing the APDU as a parameter. This causer a contex switch from the JCRE contex! into the curtently selected applet's context. When the proceas method exita the VM switches back to the ICRE coatext. The ICRE send w response APDU sad wite for the next command APDU.

## 6. Applet Isolation and Object Sharing

Any implementation of the JCRE chall support isolation of contexts and appless. Isolation means that ene applet can not access the fields or objects of an appiet in another context untess the cther applet explicilly provides an intoflace for aceess. The JCRE mechanisms for spplet isolation und ofject charing are detailed in the sections below.

### 6.1 Applet Firewall

The applet firewall within Jave Card tectnology is runtime-enforced protection and is separtie from the lave technology proteraicns. The Java language protectiona atill apply to Javg Card appleta. The lava language ensures thas strong typing and protection atributea are enforced.

Applet firewalla are alway enforced in the lave Card VM. They sllow the VM to utomatically perform additional security checks at runtime.

### 6.1.1 Contexts and Context Switching

Firewalls esseatially partition the Java Card plafform's object sysem into separrate protected object spaces called contexis. The firewall is the boundary between one context and wnother. The ICRE shail allocate and namage an applet convert for each applet thet is installed on the card (But see paragraph 6.1.1.2 below for a discussion of group contexta.)
In addition, the JCRE mainkins itr own JCRE consext. This context in much like an mpplet contexi, but it has special synem privilages so that it can profom operations that are denied to applet contexts.
At any point is time, there is only one acrive conbers within the VM. (This is called the currenty active contarr.) All bytecodes thut acoess objects are checked as rumime againat the currendy active context in order to dexumine if the access is allowed. A java. 1 ang . Security Exception is thrown when an access is dimellowed.

When cervsin well-defined conditions sre met during the execution of invoke-bype byeceodes as described in pasagraph 6.2.8, the VM performs a conteri swicch. The previous context is pughed on an internal VM atsck, a new contexp becomes the eumently scoive context, and the invoked method executes in this new context Upon exif from that method the VM performs a reatoring context switch. The original context fof the caller of the method) is popped from the sexck and is rentored as the eurrently metive coniext. Coutext switches can be nested. The ruxiraus depth depends on the moun of VM sseck space a vailable.

Most method invocations in Lava Card technology do not cause a context witch. Contert switches only oceur during invocation of end retum from certain methode, as well as during exception exits from shose meshods (ge 6.28).

During a contex-switching method tovoction, in additional piece of date ladicating the currently setive context, is pushed onto the retum thack. This con bext is restored when the method is exited.

Further details of contexts and ontext switching are provided in later sections of this chapter.

### 6.1.1.1 Group Contexts

Usually, each instance of a lava Card applet definea a separnte context. But with lavi Card 21 technology, the concept of group context is introduced. If more than one applex it coneained in a single Java peckage, they share the same context. Additionally, all instances of the eame spplet class share the same context in other woeds. there is no firewall between two applen instances in a group contexs.

The discusaion of contexta and context switching above in exection 6.1.1 assumes that each mppley instance is associated with a separate conirext. In lave Card 2.1 technology, omtexts are comparad to enforce the firewall, and the matance AID is pushed onto the elsack. Additionally, this bagpens nox only when the econtext switchex but also when control switches from an object owned by one apple instance to wn object ouned by another instance within the same packege

### 6.1.2 Object Ownership

When a new object is created, it is associated with the currenty active context. But the object is owned by the applet instance within the currently active context when the object is tistantiated. An object is owned by an spplet instance, or by the JCRE.

### 6.1.3 Object Access

In general, an object can only be accearted by its owning contexh, that is, when the owning context is the currently active context. The firewall prevent an object from being accessed by another applet in a different context.

In implementalion exrens, each time an object is accessod, the object's owner context is compared to the currontly wetive context. If these do not match, the scoeas is not performed and a Becuritytixcoption in thrown.

An objec is accessed when one of the following bytecodes is executed uting the object's reference:

> getziold, putisid, invokevircual. invokeintaximea.

eTs refery to the various types of array bytreader, such as baload, sastoxa, etc.
This liat includes any apecial or optimized forros of thes byteocdes impleanented in the dave Cand VM, such as gettiald_s, ogetiknld_methis, etc

### 6.1.4 Firewall Protection

The Jave Card firewall provides protexion against the morat frequenty enteipated sectrity concern: developer sistakes and design overaights thas might allow sensitive duts to be "leaked" to another appler. An appla may be able to otrin an object reference from a publicly accestible locstion, but if the object is owned by a different applet, the firewall Ensurea security
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The frewall also provides protection apainst incorreat code. if incoprect code is lowded onto a card the frewall Etill prodects objectif fram being sceessed by thls code.

The dave Cend API 2.1 specifies the basic minimum protecrica requirements of contexts and firwolls becaust these festures shall be supported in ways that are not transpareat to the epplet developer. Developers shall be sware of the behavior af objects, APis, and exceptions related to the frewall.

ICRE implementera arc free to implement additicas security mechanisms beyond those of the applet firewsih, as long as these mechanisms are tranparent to applets and do not chonge the exteraally vizible coperation of the M.

### 6.1.5 Static Fields and Methods

It chould also be noted that classes are not ouned by contexts. There is no sumbe context check that can be perfomed when clase etatic field is mocessed. Neibher in thene econtext switch when a gatis method is inwoked. (Similerly, invokespecisd causes no costext switch.)

Public static fields and public static taethods are acesonsible from any context giatic rachods execuce in the same context ar chtir calles.

Objects referenced in catic fieds are just regular objects. They tre owned by whomever created thera and standerd firswall socess nules apply. If it ia neesstary to share them ncross fnuliple applet contexth, then these obfects need to be Shareable Interface Objects (SIOs). (See peragraph 6.2.4 below.)
Of course, the conventionsl Jave technology protestions arc will anforced for static fields mond methods. In addtion, when applets are installod, the Installer verifies that exch atternpt to link to an external eratic field or method is permitted. Installation and apecifics sbout linkage are beyond the scope of chis specification.

### 6.1.5.1 Optional static access checks

The ICRE may perform optional runtime checks that ure redundant with the constrainte enforced by a verifier. A Java Card VM may detect when code violates fundumental language rearrictions, such as invoking a private method in another elass, and repor or otherwise adress the violation.

### 6.2 Object Access Across Contexts

To ensble mpless to interace with ench oher wad with the JCRE, sorat well-defined yer secure mechanisma are provided to one conteat can wocess an object belonging to mather context
These mechspisma are provided in the lava Card API 2.1 and ere discusued in the followng pections:

- JCRE Eatry Polut Objects
- Glebal Arrays
- JCRE Privileges
- Shareable Interfices


### 6.2.1 JCRE Entry Point Objects

Secare camputer gystems shall have a why for nen-privileged user processes (that are restricted to a subset of resources) to request system services perfomed by privileged "sysm" toutines.
In the lava Cand API 2.1, this is sccomplished using JCRE Eniry Point Objects. These are objects owned by the JCRE context, but they have been flagged as contuining enuy print medrods.

The frewall protees these objecta from aocess by sppless. The entry point designaticu allowe the methods of these objects io be invoted from any context. When that occurth context swich to the JCRE context is performed. These methods we the gatewnys through which applede request privileged ICRE tysters services.

There are two cutegories of JCRE Entry Point Objects:

- Temporary ICRE Entry Point Objects

Like all JCRE Eniry Point Objects, mehods of temporery JCRE Entry Point Objects can be in voked from ony epplet context. However, refer ences to these objectic cannot be sured in clasy varisblea, insiance variables or arry components. The JCRE deterts and restritu atempts to wore referenes to these objects as port of the frewall frestionlity to prevent neuthrized re-use.
The APDU object and all JCRE owned exception objects are exauples of tempury JCRE Entry Point Objects.

- Permanent JCRE Entry Yoint Objects

Like all ICRE Entry Point Objects, methods of permanant JCRE Earry Point Objects can be buoked from any applet contert. Additionilly, referene to theste abjects can be stored and freely re-used.
JCRE owned ADD insunces are examplea of permenent JCRE Entry Point Objects.
The MCRE is respomsible for:

- Determining what privileged scrvioes are provided to applect
- Defining clastes containing the eniry point methods for those services.
- Creatiag one or more objeci instunose of those clatyes.
- Designtiong those mathoes as JCRE Eatry Point Objects.
- Designating rCRE Entry Point Objects as temporry or pernaneat.
- Making references to chose objects avilible to appless ns noded.

Nole - Only the mathods of these objectiere tococsible through the firewall. The fields of these objecte ate mill protected by the firewall and csan only be gocessed by the JCAE context
Orly the XCRE itself can designatis Entry Point Objects and whether they are ternporary or perusineal. ICRE implementery are remoasibie for inplernenting the mexhanima by which JCRE Esitry Point Objects are designeld sad how they becone texponery or permanent.

### 6.2.2 Global Arrays


 desigrisised at globel.
All global sxwy are ternperary global aray objects. These objectila are owned by the SCRE context, but can be scoessed from eny mpplet cantax Hownver, efereaces to there objects cumen be stored th class varimbles,
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instance variables or array components. The LCRE detects and testricts anempts to store references to these objects as part of the firewall fincticality to prevent unaubtorized rowse

For added security, only arrays can be designated as global and only the ICRE itself can designate global arrays. Because appless camot create then, no API tnethods are defined ICRE implementers are responsible for implementing the mechanism by which global emyys are desigroted.

At the tinae of publication of this specification, the only global arraya required in the Jave Card API 2.1 are the APDU buffer and the bre array input parmeien (birzay) to che applet inacall method.

Note - Becouse of its global stans, the API wpecifies that the APDU buffer is cleared to xerop whenever an spplet is selested, befure he JCRE secepts a new APDU corumand. This is to prevent en applet's patentidly seanitive dast from being "leaked" to ancther applet vis the global APDU buffer. The APDU buffer can be accensed from a shared interface object context and is suimble for passing data apross applet contexta. The spplet is responsible for protexing sscres daxis that may be Becessed from the APDU buffer.

### 6.2.3 JCRE Privileges

Because it is the "yysern" context, the JCRE context has a special privilege. Is can invake a method of any
 acceess the fields end mechods of $X$. Bur the PCRE eontex is allowed to invoke any of the meliods of $X$. Duriag such an invocation, context switch occurs from the JCRE context to the applet context that owns $X$.
Note - The JCRE can sceess both methods and fields of $X$. Method aceess is the mechanison by wich the JCRE enters en applet context Although the JCRE could invoke Eny method through me firewall, it gtull colly
 deffined in the applet class.

The JCRE contexi is the currently serive context when the VM begins running after a card revel. The JCRE context is the "root" context and is alwiys either the currendy active contexi or the boctom comeext saved on the

### 6.2.4 Shareable Interfaces

Shareable interfaces are a new foature in the Juva Curd API 2.1 to enuble applet interaction. A charesble interface defines a sel of chaned interfuce methods, These interfice mecthods cna be izvoked from one applet context even if the object implementing them is owned by another applet context.
In this specification, an object instance of a clasy mplernenuing a shareable ineerfice is called a Sharsable Interface Object (SIO).

To the owning context, the SIO is a normal object whose fields and rnethods can be aceevsed. To any other context, the sio is an instance of the shareable interface, and conly the methods defined in the shareable interface ase socessible. All other fields and meethods of the SIO are protected by the firewall.
Shareable intertiose provide mexure mechanims for inter-applet conmunication, as follows:

1. To raxke an odject svailkbie to another applet, applet A first defines a shasreable inverfice, SL A stareable intefice extends the interfice javacard. Eramework. Sharesble. The methods defined in the shareable interfice, St, represent the services that spplet A makes acceraible to cther sppleta,
2. Applet A then definea a class C that implemencs the charesale interface SL. C implements the methods defined in SI. C may ulio define ocher methods and Gelde, bus these sere protected by the applet fircsall. Only the methods defined in SI are secessible to other applect.
3. Apples $A$ areates an object instance $O$ of class $C$. Obelongs to applet $A$, and the firewall allows $A$ to secers siy of the fields and methods of 0 .
4. To access applet A's object O. applet B oreates an object referenoe $\$ 10$ of type St.
 paragruph 6.2.7.2) io requegt a shared interfee coject reference from epplet A
5. Apples A receives the request and the AID of the requester (B) via Applet. get Shareablelncerfaceobject, and demmine whether of not it will marie object $O$ with applet 8.
6. If applet $A$ agrees to share with epplet $B, A$ responde to the request with a reference to $O$. This reference is cast to type Shareable so thas nene of the fields or methods of $O$ are visible.
7. Applet B receives the object refarence from applet $A_{1}$ casta is to ype SI. and atores it to object refermence S1O. Even though SIO accually pefers to A's object 0,510 is of type SL. Only the shareable naterface methods defined in SI are visible 10 B . The firewall prevents the othes felds and methodr of O fom being accessed by $B$.
8. Applet 8 can request service frotn apple $A$ by invoking one of the athreable intertace methods of $S 1 O$.
 (B) is saved on a suck and the context of the owner (A) of the acould object ( $O$ ) becomes the new currently acuve context. $A$ 's implementation of the shareable tnerface method (SI method) exeantes in A's couterv.
9. The SI method can find out the ADD of its client (8) vie the sesymem. getprevicumcontexterto method. This is deseribed in paragraph 6.2 .5 . The method determises whether or not it will perform the service for applet $B$.
10. Because of the context swich, the firewrall allows the SI method to acesss all the fields and methods of object $O$ and any other object owned by $A$. At the serne time, the firewall prevents the method from acosssing non-shared object owned by $B$.
11. The $S I$ mehod can acoess the parameters passed by $B$ and can provida a return value to $B$.
12. During the retw, the lava Card VM performs a restoring context switch. The original carrently active context (B) is poppred from the stack, and again beoones che curreat context.
13. Beesuse of the context switch, the firewall gain illowe $B$ to access any of its objects and prevents B fram nocesiag non-sided objects owned by A.

### 6.2.5 Determining the Previous Context

 upplet intesnes sative at the time of the last context Ewich.

### 6.2.S.1 The JCRE Context

The JCRE context doer not have ADD. If in mplet cill the gac8revicuscontareAID method when the spplet convert whe entered directly from the JCRE context thil method reman mull.
If the applet culls got previouscontextard from a method thst masy wocessed eithe from within the
 before performing cailer AID autheatication.

### 6.2.6 Shareable Interface Details

A chareable interfice is simply one that exiends (either directly or indireerly) the ragging interface javacard. Examorork, ghareabla, This shareable interface is simily in concept to the Remote interface ued by the RMI facitiry, in which calle to the tnterfare methods take place teross a local/remote boundary.

### 6.2.6.1 The Java Card Shareable Interface

Inter faces extending the Shareable agging interfice bave this special property: calls to the interface methods eake place seross Java Card'y applat firewall boundary via a context awitch.

The Shareable interface serves to identify all athered objects. Any object that needs to be shared through the applet firewall shall direcily or indirectly implement this interface. Only those methods specified in a a dereable interface are available through the firewall.

Implementation classer can implement any number of shareable interfaces and can eatend other shareable implementation classes

Like any Java plafform interfice, a stareable interface simply defines a see of service raethods. A service provider class declaras thas it "implements" the sharesble interface and provides implernentations for each of the service methods of the intertace. A service ditat class tocesses the serviced by obtaining an object reference, casting it to the shareable intafinec type if necewary, and invoking the service methods of the interfice.

The shareable interfuces within the lava Card technology shall bave the following propertits:

- When a method in a shareable interfece is invoked, a context awitch occurs to the context of the object's owner.
- When the method exis, the context of the caller is rentored.
- Exception handling is enhanced mo that the curreatly active contexs is correctly restored during che stack frame unwinding that occurs as an exception is thrown.


### 6.2.7 Obtaining Shareable Interface Objects

Inter-applet communication is accomplished when a clien applet invokes a shareable miterface method of a SIO belonging to a server applet. In order for this to work, there mus be a way for the client applet to obtain the SIO from the server applet in the firs place. The JCRE providey a mechanimn to make this posmible. The Aypl wt class and the Jesyatam elass provide methods to conable a cllent to requet servicea from the server.

### 62.7.1 The Method Applet.getShareableInterfaceobject

This method is implennented by the server spplat instance. It shall be callod by the SCRE to medimete betwem a eliens applet that requerts to use an object belonging to mother apple, and the server applet thet makes its objects avilable for sharing

The defiult behavior shail recurn mull, which indieates thas an applet does not participate in inker-applet communication.

A server applet that is interded to be involed from another apples needs to override this method. This method should examine the eliemtatd and the parameter. If the ellaneasd is not one of the expected AlDs, the mechod hould ream null Similarly, if the parameter is no recogrized or if it is not allowed for the
ci Lentaid, then the method slso should retum null. Ohherwise, the spplea should retarn an SIO of the shareable tntertace type that the client bas requested.

The server applet need aos respond with the wame S10 to all elients The server cen aupport mundiple types of shared intertees fe different propeses and use cliemeaio and paramecer bo detrmine which kind of $\$ 10$ to peam to the client.

### 6.2.7.2 The Method JCSystem.getAppletShareableInterfaceobject

The resyseam class contahs the method gecappletshareableinterfaceobjoct, which is invoked by a elient applet to communicate with a terver applet.

The JCRE ehall innplenent this method to beheve as follows:

1. The ICRE searcher its intemal applet table for one with earveraid. If no found, null is retumed.
2. The JCRE invoke this apple's getsharamblelntaxfaceobjact method, pasing the el iantain of the caller and the parsmoter.
3. A contant switch occurs to the server applet, and its implementation of gec Sharaabielntertaceobject proceds as deseribed in the previexas section. The seaver applet renurs a SO (or mull).
4. goexpple shareable intertaceobyace retuons the same SiO ( c null) to ity caller.

For enhanced sectrity, the implemencation shall make it impossible for the client to tell which of the following conditions eaused a null vilue to be reharned:

- The serverAro was oof found
- The servit spple does ant participrte in inter-applet communication.
* The sever apple doen nol recognize the clieatamo ar the parameter.
- The server apple won's commumieste with this client.
- The server applet won'i communicate with this client an specified by the paramater.


### 6.2.8 Class and Object Access Behavior

A matic clacs field is cocsessed when one of the following dava bytecodes is executed:
geterache, putatatic
An object is accesped when one of the following dava bytecodes is excouted using the object reference:
gecpield, pucifald, invakevircuml, invakeintartace, aturow,
eTraload. Tratoro, arreyiength, checkcant. instancaot
<To refers to the various fypes of array bytocodes, such as malcad, perora, etc.
This fin also includes nny specinl op optimized forms of these byecodes thas may be implemerated in the dava

 oocurs check on the referenoed object. If sccess is deniod, then a serur ityexcergei on is thrown.

The acoess checks performed by the dave Card VM depend on the yype and owne of the refercnoed objet, the byecode, and the currently 2 cive coniexe. They are described in the following teeticns.
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### 6.2.8.1 Accessing Static Class Fields

## Byecodes

gratatic, puteratic
If If the JCRE is the currendy active context, then cosss is allowed
Otherwise, if the byecode is putsextse and the feld being gured is a peference type and the reference beling stored is oreference to a temporary JCRE Entry Point Object of a global array then acoest is denied.
( Otherwige, eccess in ollowed

### 6.2.8.2 Accessing Array Objects

Byteoodes:

If the JCRE is the carrently sctive context, then eccess is mowed
Otherwive, if the bytecode is aastor wad the component being stored is of refernce type ned the refarence being stored is a reftrence to a temporary $1 C R E$ Entry Point Object or a global array then access is dented.
国 Otherwise if the array is owned by the currently active content, thex eccess is allowed.
Otherwise, if the array is designated globsl, then acces is allowed.
Otherwise, acceass is denied

### 6.2.8.3 Accessing Class Instance Object Fields

## Bytesodes:

## getilald, putifold

Uf the SCRE in the currenty ective context, theo acoess is allowed.

- Otherwise, ifthe bytecode is put fíwid and the field being storvd is a reference fype and the reference

( Otherwise if the object in owned by the currently wecive context, then acxess is allowed.
Otherwist, mecens deaied


### 6.2.8.4 Aocessing Class Instance Object Methods

## Bytecodes:

## iavokavisctal

 object owntr's constext.
 switched to the object owner's crontex (stull be ICRE)
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(1) Otherwise if SCRE is the currently active context, then aceess is allowed Consext is switched to the ofoject owner's context.
(Othetwise, scoes in denjed.

### 6.2.8.5 Accessing Standard Interface Methods

Byecodes:
まロvokeLocertare

- If the object is owned by the currenty active context, then actess is allowed.
- Otherwise, if the ICRE is the eurrently active context, then aceess is allowed. Context is switched to the object owner's context



### 6.2.8.6 Accessing Shareable Interface Methods

Bytecoder:
Lawakelateryaca

- If the object is owned by the currently active context, then access is allowed.
- Otharwise, if the object's class implements a Shareabla intrface, and if the interface being invoked extends the sha reable interface then access is allowed. Context is switched to the objea owner's context
(Wherwise If the JCRE is the currently active context, then accest is allowed. Coxtext is switched to the abject owner ie context.
* Orberwise recess is denied.
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## 6．2．8．7 Throwing Exception Objects

## Bytecodes：

uchrow
－If the object is owned by the curnenty active econtext，then wecess is allowed
货 Otherwise，if the object is designated a JCRE Entry Point Object then mecess is allowed
－Otherwise，if the ICRE is the currently active context，then eccess is allowed．
－Otherwise ncerss is denied．

## 6．2．8．8 Accessing Class Instance Objects

Byrecodes：
checkenst．instanceof

局 If the object is owned by the currently active context，then accesss is allowed．
－Othenwise，if JCRE is the currently acoive conatent，then accese is allowed．
Otherwise，If the object is dexignated a JCRE Entry Point Object，then access is allowed．
－Otberwise，if the JCRE is the cumently metive contexh，then soness is allowed
－Otherwise，accest is denied．

## 6．2．8．9 Accessiog Standard Interfaces

Bytecodes：
checkeast．instanceof

If the object im owned by the curready active context then scoess in allowed．
第 Otherwist if the JCRE is the curranly active context，then acots is allowed．
（Herwise，sceess is desied．
62．8．10 Accessing Sharesble Interfaces
Byrecoder：
chackcaut，santwacsof

霜 If the object is owned by the currenty sctive context，then seceas is sllowed．
 （chectcast）or is an insence of（instanceof）an inferfuce that extends the charwable interfice，then access is cllowed

－Otherwise，sceess is denid．

### 6.3 Transient Objects and Applet contexts

Transient objects of CLEAR_ON_RESET type behnve like persistent objects that they can be accessed only when the carrently active spplet context is the sxme as the owner of the otzect (the cumrently active applet contex: in the tirae onen the object was crested).

Transient objeets of CLEAR ON_DESELECT type can oniy be created of ecpessed when thé currenlly active applet contert is the carrently selected applet context. If any of the makeTranaleat factory methods is called to create CLEAR ON DESELECT Type transient objees when the currenlly active applet contexi is no the curreuly selected applet contert, the melhod strall throw a syet emexception with reason code of ILLECAL_TRAASIENT. If an attemplif made to sccesa a transient object of CLBRR_ON_DESETHECT type when the curtendy active applet contex is not the carrently gelected applet context, the JCRE shall throw a securityException
Applets that are part of the came packege shase the sasue group context. Evary appiet intiance from a package shares all lts object instance wibh sil other instances from the same paclage. (This ineludes transient objects of both CLEAR ON_GESET type and CCEAR OH_ DESELECT fype Owned by these eppled in ences.)
The tansient objects of CUEAR ON_DESELSCT type owned by any gpplet thatance within the same package shall be accessible when any of the appiec tastances ta this package is the currently aeiected applet.

## 7. Transactions and Atomicity

A transaction is a logical set of updates of persistent data. For example, transferring some amount of money from one scossunt to another is a banking renceetion. It is important for transactions to be afomici either all of the deta fields are updated, of none ere. The JCRE provides robusi suppoot for atoraie transactions, so that eard dats is reatored to its origian pre-transaction state if the transaction does aut corpplete normally. This mechanimp protects agdings events such as power loss in the middle of a cransaction, and against program arors that mighr cause data cornuption mould all neps of a transaction not complete nomally.

### 7.1 Atomicity

Atomicity defines how the card handles the contents of persistent storsge after a stop, finlure, or fatal exception during an update of a single object or cluss field or array oomponent. If power is lost during the update, the applef developer chall be able to rely on what the field or army component contains when power is restored.
The dava Card plaform guarantees that mny update to a mingle persirment object or class field will be atcruic. In addition, the Jave Card platform provides single component level atomicity for persiastan manys. Tast is, if the muart card loses power dering the update of a date clewent (field in on object/class or component of an array) that shall be preserved accoss CAD easions, that date element will be restored to ita previous value.
Some methods also gumantee atoraicity for block updates of multiple data elements. For example, the stomicity of the Dris.arraycory method puarantees that cither all bytes ape correctly copied or else the destimation array is restored to its pevious bye velues.

An applet migh not require atomicity for array updares. The Util. azraycogywonatomitc method is provided for thim parpesse, It doer not use the ormansection commit buffer even whes called with a trinsection in progress.

### 7.2 Transactions

An applef might need to stomically update several different Gelds on anty componentis in several different
 their previous values

The Javs Csid platom mupports a traxsactianal model in which an applet ean desiggats the beginning of an
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point is conditionally updated. The fied or array componem uppeare to be updated-resding the fieldermy component back yields its latest conditional value-duat the update is not yet conmaituod

Wher the apple callis scsyoter. Cormatt framoaction, all onditional updete are coramited to persistent storage. If power is lost or if some other syatem failure occurs prior to the cornpletion of
 previcus values. If the apples encomitere en intemal problem or decides to cencel the oratantion it ean programmatically undo conditional updetes by calling Jesyotem. abortitranametion.

### 7.3 Transaction Duration

A cransaction alway enda when the JCRE regains programatic control upon retum from the applet's edect. desciect, prooese or inseadd wethods. This is true whedues transecticn ends ncrmally, with an appler's eall so corsadt Txanaset ion, or with an sbartion of une craneaction (cither programmacally by the apple, or by defaule by the JCRE). Foe vorre detaili on transaction ahortion, refer to paragraph 7.6.

Transaction dupation is the life of a transaction between the call to Jcsystem. buginTraneact ion, and either A call to comal errmanetion or an abortion of the tranamotion.

### 7.4 Nested Transactions

The model currently assumes that nested pransactions are sot porstble. There can be only one trassention in progrest al a time if JCSystem. begintranmets ion is callod while a tranesction is already in progrese, then a Trandactionexception in thrown.

The JCsyatern. Eranmetionsepth method is provided to allow you to determine if a granactica is in progess.

### 7.5 Tear or Reset Transaction Failure

If power is lost (teas) or the card is rese or some other syntern fallure occurs white a transwetion is in progess, then the ICRE shall restore to their previous values all fietds and array components conditionally updated sinee the previous call to ycsystem. Degintsumaction.

This ection is performed automatically by the JCRE whea it reinimializes the card atter recovering frown the power loss, reser, or filure. The JCRE determine which of those obferts (if any) were conditionally updated, and restores them.

Note - Object rpace used by insunces created chang the crensacion thas failed due to power lest or card rexet can be recovered by lhe JCRE.

[^2]
### 7.6 Aborting a Transaction

Transactions can be aborted either by an appled or by the JCRE.

### 7.6.1 Programmatic Abortion

If an applef encounters an internal problen or decides ho canex the transection, is can progranmatically undo condivional updates by calling tcsyetem. short Tramanetion. If this method is called, all conditionally updated fields and array coraponents ance the previcus call to JCSyatem. begintranmact ion are restored to their previous values, and the sesyatem. transact iondaptin value is reate to 0 .

### 7.6.2 Abortion by the JCRE

If an applea returns from the swlece, deselect, process, of inmeall metiods with a transection in progrest, the JCRE autornatically ebors the transaction. If a refurn from any of gelect, deeselect, procead or ingtall metheds occurs with a transaction in progress, the JCRE acts as if en exception war thrown.

### 7.6.3 Cleanup Responsibilities of the JCRE

Object instancea created during the transaction thet is being aborted can be deleted only if all referencea to these objects can be located and converied into nu11. The JCRE shall ensure that references to objects created during the aborted transtection are equivalent to a null reference.

### 7.7 Transient Objects

Only updates to perxistent objects participate in the trancuction. Updates to transicni objects are never unduat,
regardleas of whether or not they were "inside treneaction" regardless of whether or not they were "inside a tranaction."

### 7.8 Commit Capacity

Since platform rescurcea are limited, che number or byes of condisionally updated data that can be eccumulated during a transection is limised. The Java Card technology provides methods to determine how much comunt capaety is avaitable on the implementricn. The commit capacity represents an upper boand on the rumber of conditional byte updstea syailable. The sctuad number of conditionsl byte updales avilibble may be lower due to manggement overhead.

An exception is thrown if the commit capecity is exaceded during a transsction.

```
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## 8. API Topics

The topies is this chapter complement the requirements apecified in the Sava Card 2.1 API Dreafi 4
Specification. The first topic is the lava Card UO functionality, which is innplemented entirely lo the apou ciass. The second topic is the API supporting Java Card security and cryprography. The JCSyatem class encapsulates the API version level.

## Transactions within the API

Uniess specifically called ous in the Java Cand 2./ AP/ Sparification, the inplementation of the API classes shall no inititic or otherwise alter the sate of a maneaction if one is in prograss.

Resource Use within the API
Unless specifically ealled out in the dova Card 2./ API Specification, the implementation shall suppon the invocation of APl instance methods, even when the owner of the object in itance is no the currently selected applet in other words, unless specifically called out, tha implementation shall not use resources such as wrusient objects of CIEAR ON_DESELECT type.

Exceptions thrown by API classas
All exception objects thrown by the A.PI implementation hall be temporary JCRE Entry Point Objects.
Temporary ICRE Entry Point Objects canot be stored in clast variables, instance variablest or antay componeats. (See 6.2.1)

### 8.1 The APDU Class

The ApDu class encapsulater scoess to the $1507816-4$ based VO acress the cand serinl line. The ApDI Class is designed to be independent of the underiying WO transpori protocal.

The KCRE may mepport Tol or Tol tranpart prexecols or beth.

### 8.1.1 $T=0$ specifics for outgoing data transfers

For comparibility with legacy CAD/terminals that do not support block chained mechanimns the ApoU Class allown mode selection via the gesoutgoingNoChaining method.

Jave ${ }^{\text {n/ }}$ Card ${ }^{\text {nM }}$ Rumime Environment (JCRE) 2.1 Specification

### 8.1.1.1 Constrained transfers with no chaining

When the no chsining mode of output tramsfer is requested by the applet by calling the sotOutgoingNochaining method, the following protocol sequere shall be followed.

Note - when the no chsining mode in used, calls to the wait Extension ruethod mall throw an APDUException with reason code ILLESAL USE

Netation
Le - CAD expected leagth.
Ly $x=$ Applet rexponse length sea vis actoutgoinglength method
CINS - the proool byte equal to the trooming beader INS byte whict iadicates thet all data bytes will be transferred next.
$\langle-$ NS $>=$ the protocol byte that is the complement of the incorniag header WN byte, which indicabes sboul I dats byte being transferred next


## 1SO 7816-4 CASE 2

$\mathrm{L} \cdot \mathrm{mm} \mathrm{Lr}$
 byne mechandsta
2. The card wends <SWI,SW2> compleion status co completion of the Applet, procem methed:

Lrele

1. The eard eends $\langle 0 \times 61, L \leq\rangle$ compleion stans byea
2. The CAD sendx GET RESPONSE comanard with Le $=L$.
 bye machanisa.
3. The card sends SW1,SW2> completion stans con cormpletion of the Applet, procese mestrad.

Lis 6

1. The card sends Le byter of output dats using the stamerd $T$ mo $<\mathbb{N S}>$ or $<-\mathbb{N S}\rangle$ procedure byte mechanima.
2. The curd sends $<0 \times 61$, ( $\alpha$-Lep $\rangle$ completion status bytes
3. The CAD eends GET RESPONSE command with new Le row If
 procedare byte nuechanism.
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5. Repeat steps 24 as necessary to send the remaining outprts dals byea (ls) as required.
6. The card sends <SW1,SW2> comptetion axatus an completion of the Applet. procese method.

1SO 78164 CASE 4
In Cote 4, Lo is deternined sfer the following initial exchange

1. The card ands cox61, Lr seatus bytegs
2. The CAD mends GET RESPONSE command with Le co ls.

The rest of the protocol sequence is idensical to CASE 2 deseribed above.
If the applat aboris exuly and nends less than Le bytes, zeros may be sent ingead to fill out the length of the transfer experted by the CAD.

### 8.1.1.2 Regular Output transfers

When dhe no chaining trode of output transfer is act requested by the spplet (that is the setoutgoing method is used), the following protocol sequence shall be followed:

Any $150-7916-3 / 4$ compliant To0 protoeol transfer sequence may be used.
Note - The waitexte nalon mehod may be invoked by the mplet between succestive calle to aendByteo of Bendpytestong methods. The waltextension method thall request an sditionsi work waiting time (150 7816-3) using the 0x60 procedure bytt.

### 8.1.1.3 Additional Tmo requirements

At any thene, when the To0 output trensfer protocol is in usen and the APDU class in awaining a GET RESPONSE command from the CAD in reaction to a response stave of $<0 \times 61$, $8 x>$ from the card, if the CAD sends in a different command, the a endinytea or the sendsyeestong methodit shall throw an APDUException with resson code NO_TO GETRESPONSE.
 reason code ILLECAL_OSE. If an ISOExcaption is thown by the apple afte the NO TO_GETRESPONSE exception has been thrown. the JCRE Ahall discard the reuponsentans in its reacon code. The JCRE ahall rest APDU procesxigg sith the sewly rectived cormand mand resume APDU dispalcting.

### 8.1.2 $T=1$ specifics for outgoing data transfers

### 8.1.2.1 Constrained transfers with no chaining

When the no chaining mode of output transfer in requested by the applet by celling the
aecoutgoingNochainiong method, the following protocol nequence shall be followed:
Netation
Le = CAD expected lengin.
Ly Apple responge leogrt eet vit aecourgoinglangeth method.
 set in the PCB of the l-blocks during the transfirs (150 78163). In other worde, the eatire outgoing date (LD byies) shall be transferred in cae 1-block.
 lengh of the block.)

Note - When the no chaining mode is used, caile to the wait APDUException with rexsou code ILLECAL 0SE.

### 8.1.2.2 Regular Output transfers

When the no chaining mode of output transfer is not requestod by the applet ice the secoutgoing method is used, we following prococol sequerace shall be followad:

Any ISO-7816-3/4 compliant Tel grotocol treasfer zequence may be used
Hole - The waitext ension method may be invoked by the spplea betwom sucocsave calla to aendiytes or aendiyteesLong methods. The wai EExtena 5 on raethod stasl resd an S-block command with WTX teques of INF units, which is equivalent 10 \& request of I additional work waiting time in Tmo mode. (See ISO 7816-3).

### 8.2 The security and crypto packages

The get Instance method in the following ciasses recurn an inplementuion instance in the context of the calling spplet of the requested algoritim:
jevacard. accurity, Messagedigest
javacard. बecuxity, Signature
javacard. mecurity, Randompata
javacardx. crypto. Cipher,
As irnplemastrion of the JCRE may implement 0 or more of the bigorituras listed in the API. When an algoritum that is no implemented is requesed thit methed shall throw inypeownception with reaton code NO GUCA ALOORITHM.
traplementeticus of the above ciasses shall extend the correspending bave class and mapleanent all the abstrect methods. All drin ellocaion ausccisted with the ianplementation instance mall be performed as the time of

 inplententalion instanee af the requented Key type. The JCRE may impleweat 0 or more types of keys. When a key type that is not implemented is requeated, the method ahell throw a Cryptozxception with reason code NO_SUCH ALOORITKM
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Implemencations of key typen shall implement the associated interface. All data allocation associnted with the key implementation inscance shell be performed at the time of insunce corstruction to ensure that any lack of required yesources con flagged early during the installation of the applat.

### 8.3 JCSystem Class

In lavs Card 21. the getveraion method shall return (hort) $0 \times 0201$.

## $47 / 8$
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## 9. Virtual Machine Topics

The topics in this chaptes detail virtual machine specifics.

### 9.1 Resource Failures

A. lack of resources condition (such as heap space) which is recoverable ahall result in a sys temexception with reason code nO_ Resotmicz. The fsctory methoda in JCSyatem used to create transient arrey throw a Systemaxception with reason code NO_TRASSIENT_SEACE to indicasg lack of trensient space.

All other (non-recoverable) virtual machine errorn such as stack overlow shall resut in a virtual machine error. These conditicns ghall cause the virousl machine to hath. When such a nonorecover rbie virtusi machine aror occurs, an implementation can optionally require the card to be muted or blocked from further use.

## 10. Applet Installer

Applet insaltation on smart cards uxing Java Card technology is a complex topic. The Jave Card API 2.1 is intended to give JCRE implemeaters as much feedorn as possibie in their implernentations However, zome basic common specifications are required in order to allow bavi Card appless to be installed without howing the implementation details of a particular installer.

This spesification definea the conceqr of an lnstaller and apecifies minimal instaliation requirennents in erder to achieve interopersbility across a wide range of possibie Instiller implementestions.

The Applet Insualter is an optional part of the ICRE 2.1 Specification. Thas is an mpiernentation of the JCRE does not necessarily need to inchude a post-issuance lastalter. However, if implemented, the installer is required to suppori the behavior specified in section 9.1 .

### 10.1 The Installer

The mechanians neoesary to install an apple on smart cards using dava Cand bechnology are embodied in an on-ard component calied the Installer.

To the CAD the incealict appears to be an appiet. It has an $A D D_{\text {s }}$ and it becornea the currendy selected applet when this ADD is successfully processed by a SELECT command. Onct selected, the Installer behaves in much the satue way any other applet

- It receives all APDUs juse like any other selected applec.
- Its desiga rpecification preseribes the various kiads and formats of APDUs thet it expects to receive along with the temantics of thase cormmands under various preconditions
- It processes end regponds to all APDU: that it reeciven. lncormect APVUUs are responded to with en error condition of some kind.
- When another applet is selected (or whea the card is reset or when power is renoved fram the catd), the Instille beomes deselected and remidns suapended until the mext time that it is SELECTod.


### 10.1.1 Installer Implementation

The lnatler need not be implemented es an mpplet on the card. The sequisemeas is anly that the installer
 be involed then a non-Installer applet is welecred uar when no spplet is selected.
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Obvicusly. ICRE implenenter could choose to implement the installer se an epplet. If so, then the lnstallex might be coded to exsend the Applet class and respond to invocations of the exlect, procesa, and denelect methods.

But a ICRE tmplementer could also inplement the installe in other ways, wiong es ix provices the SELECTable behtvior to che outaide world in this case the JCRE implementer has the freedom to provide soms other onechanism by which APDUs are delivered to the knatiler code module

### 10.1.2 Installer AID

Because the Ingtalle is SELECTable it shall have an ADD. JCRE implementers are free to choose their own ADD by which their lanalier is selected. Muliple installers may be implemented.

### 10.1.3 Installer APDUs

The Java Cand API 2.1 does not specify any APDUs for the instalier. HCRE implementery ere exirely frec to choose their own APDU commands to direct their lnstaller in its work.

The model is that the lintaller on the card is driven by an instailation progrmm ruming on the CAD. In order for inxtallation to sueceed, this CAD inssallation program shall be sble to:

- Recognize the card.
- SELECT the instalter on the cart.
- Drive the ingtallation process by mendiag the approgriato APDUs to the card lnatuller. Thes APDUs will contain:
- Authenticstion informstion, to ensure that the insualation it atrhorized.

8' The applet eode to be loaded into the card's menory.

- Linkage informution to ink the upplet code with code already on the card.

D Insennce initialization parameter data to be zent to the applet's inscall method.

The Java Card API 2.1 does not sperify the details of the CAD instatian progran nor the APDUs passed berween it end the Installer.

### 10.1.4 Installer Behavior

ICRE implementery thall also define other behmiors of their installer, includiag:

- Whether or not inpallation can be aborted snd how this is done.
- What happens if an exception, reset, or power fail occurs during installation.
- Whas haspeas if another applet is selected before the Installer is finithed with ite work.

- the apple's inven 11 method throws an exception beforc suecesful rewns frorn the Applec. regisear methed. (Refer to paragreph 92.)
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### 10.1.5 Installer Privileges

Although an Installer may be implemenked as an applet, an Instalter will typically require access to feanres tasa are noe suritable to "other applets. For exarnple, dependiag on the JCRE implementer's tmptementaion, the Inctaller will need ko:

- Read and write directly to menory, bypassing the objeet system andor atandard security.
- Access objecss owned by other applear or by the JCRE.
- Invoke ncomenry point methods of the JCTE.
- Be able to invoke the dastenll meahod of a newly insuatled applet

Again, it is up to each JCRE implementer to deternine che Installer implementation and wuply such festres in their ICRE implementations as nesestry to suppont their installer. JCRE implementera are siso responsibte for the security of such features, so thas they are not avitable to normal applets.

### 10.2 The Newly Installed Applet

There is a single interface berween the lnstaller and the applet that is being installed. After the lastaller has correaly prepared the applet for exceution (performed steps such as loading and linkingl, the Installer shall invoke the applet's inacali method. This mehod is defined in the Applee class

The precise mechanism by ofisch an applet's insceli method it involed tom the lnstalier ba JCRE implementer-defined implementation detail. However, there chall be context switch so thst any contextrelated operations performod by the lagcall method (much as creating new objects) are dente in the context of the new applet ind not in the context of the lnataller. The fistaller shall miso ensure that trray objocts created during applet class initialization (ectinio) methods ere also owned by the context of the new applet
The installation of an applet in deemed complete if all steps are completed withour fallure or an exception being thrown, up to and including succeraful retem fromexecuting the Applet. yegimetr method. At that point, the installed ipplet will be selectable

The maximum aize of the parkmeter data is 32 bytes. And for security peatons, the barray parmeter in zeroed after the retwn (jusi ws the APDU buffer is zerod an renm from an spplet's process method)

### 10.2.1 Installation Parameters

Other then the maximumaize of 32 bytes, the Inva Card API 2.1 does not specify anything sbout the contents of the inseallition parmorier bye amy gegment. This is fully defined by che applet designer and con be in any forms dexired in addition, these installation parameters are inteaded to pe opaque to the installer.
 CAO to rpecify an arbitrery byie arry to be delivered to the lastatler. The installer simply forwarda this byte
 ICRE inglemester-proprictary APDU combund that has che semantica "call tho applet's hae esil method prasing the contents of the accompanying byle errsy."

## 11. API Constants

Soxne of the API classen don't have valuen specified for their coossantes th the Jewa Cand API 2.1 Reference. If constant velues ere not specifiod consibtently by implementers of this JCRE 21 Specification, industry-wide interoperability is impossible. This chapter provides the required velues fors constants that sere not apecified in the dava Cand API 2.1 Reference.

Class jevacard.framawork APDU

```
public atmede final byte phorocol to mo:
public static finml byte PROTOCOL_TA * 2,
Class [gvacard.framework,APDUExcaption
public atetic Iinal chort gubgaL uge - b
publice memese finml short gurprx_monnds - 21
```



```
publue atacte ennal abort 10 ERror - it
```



```
Interface favacand.framework.ISO7B16
public finml atmeic abort 5w_mo_zuror - (ahort/ 0x9000,
public Einal gemcic ahort Sw_byibs_mmaismwo_00 = 0x5100,
```



```
publie genkic finml chore 5w_sECURITY_status_nOT_BATLSFIED * Ox698%;
```












```
pubile final acatic abore SMMROMO_P1P2 - 0x6B00)
```





```
public simal seatic ahort sw"twxitom". OxGF00;
```





```
public stan wertic byte oFPGET pL - 2;
public final atacic byte orotrigpz - 3;
```

```
public fland reatic bre offsbt ic el
public thal seacke byec oprset Contan 5 :
public tinal erecic byte cha_sopads. Ox00;
public einal atatic byto ins_skiect - lbytel oxpa;
```



```
Class javacerd. framenork. JCSysiam
public atatic tinal byce hot A TRANSMENT OBJECT a 0 ;
public static linad byte elear OM RegET - 11
```



```
Class Javacand.tramework. PINException
public ecacic edral bbort ILLEGAL_VALUB \(1 /\)
Clase lavacard.tramework SystemExcoption
```




```
public atacic lian short itepgal. transicat o 1 ,
public atacic final ahoxt InLeanifaso - 4i
publice peate finel short. WO_RESOURCR - 5 :
Class lavacard securliy. CryptoExcoption
public geatic elnal ahore intigal vatore a it
public atatic ginal hhort tnantrialized xEy 2 ;
public geasic siand hort wo stcen atconrtima al
```



```
public entic tinel ahort yhlical use \({ }^{\text {g }}\)
Class lavacard.securty. Keptuldor
public atacic final byte TYPB EES THANBIENT_RASBT = 1
public memede final byte TYPE DES TRANSIERTSESELECT 2,
pubile caeie final byte TYPE DES - 31
```



```
publle neatic sined byee rypersia private o 51
```



```
public atatic ginad byte TXPE DSA putire 9:
pubice stathe etand byte rype pSA privite -a,
```



```
probic atacsc tianl thort LExOXHDESI 2REK -120
```



```
publle scacic ginal thare LKstrmash \(514=512\),
```



```
public gemeic givil more LENOTH-2SA 2014 - 1024
```




```
pubise seatse thad whore Leworn_psa 76e 76Bi
```



```
Class javacard.security. MessagaDigest
public otacic eland bye ALO.SKA II
public ocetic kinl byte AlO mDS = 21
```



```
Class javacard securty. Randombats
```



```
public sentic [ing byte ALO_sectrs_randow : 21
Class javacard.security.Signature
```
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```
publie stetic siwal byeo Ala,DESMAC&_D809797,M% S;
```




```
public etmite final byee tlo DES MACE press. E:
```



```
publie Beacie flnml byte ALO_RSA &HA, PKCSL. 10,
public meacie fiaml byte ala_RSA_mos_pxcsi : il;
gublic stacic tiaml byte AlO_RSA_RIPENWL60_8SOS%96 - 12:
publlc Ecatic linal byte ALO_RSA RIPEMOL60_8KCSL = 23:
public etatic tinal byte NLODDSA 5HK w 14,
pubile statie final byte moag_ EIEN ( 1;
prubic atecie finmi byte NODS_verx FY e 2i
Class favacardx.cyypto.Clphar
public otatic cinal byte NLO_DES_CDC_MOPAD - I,
```



```
public utatde finml byee ALO_DES_CDC_ISO9797Na II, I
public atatic final byto dwaposccmegross -4,
public tatic finml byte RLIDDS_&CE_NOPAD = 5;
```



```
public Etatie fimal byto ALO_DKS_8C=-1509797MM - %'
```



```
public statice final byte AlO_RSA_ISOLAEst = %;
public gtacic final byte Ala gSA PxCEL - 20;
public statie fimal byce mong_ DECRYFT a si
publice catie ssmal byte moDE_ENCRYF% - 2i
```


## Glossary

ALD is an acronym for Application IDentifer as dafined in $1507816-9$.
Apmu is an acronym for Application Protocol Dass Unh as defined in 15078164.
API is an ecronym for Application Programming Intertipe The API defines celling conventions by which an applicadon program acceases the operaciag system and other servious.

Applet within the context of this dooument menns a davi Card Applet. which is che basic unit of aelection context, functiostality, end security in Java Cand lechnology.

Applet developer refers to a perxon creating a fava Card applet weing the dova Card technofogy specifications.
Applet firewall is the mechanism fin the lava Card fechnology by which the VM prevents an applet from muking unsustherized accesses to objeets owned by orber applet contexts or the JCRE context, and reports or oherwise addresses the violation.

Atomic operation is en operation that either completes in its entirety (if the operation succeds) or no pars of the operation completes at all (if the operation faits)

Atomilty refers to whecher a particular operation is atamic or nos and is necessary for proper disen recovery in cuses in which power is lost of the card is unexpectodly removed from the CAD.
 condition.

CAD is an acronym for Card Acceptance Device. The CAD is the device in which the card is inserted
Cate is the explicit conversion from tane dats type to mother.
cJCK ts the test suibe to verify the complisace of the implementation of the Java Card recknology sperificutions. The cICX uses the JavaText tool co nua the tess ruite.
 objects that chare i commen structure and bchevior. The strucume of a chas is determined by the class variables that represent the rate of an objecr of that elass and the betavior ts giver by act of racthods associs bed with the elass.
 superclasi), it may have reference to other classes, and it may use other clestes in a ckient-server relationghip.
Coniext (See Apples execution cantexh)
Currently active context. The JCRE kepps incck of the varrently active Jave Card apple context. When a virtual racthod is invoked on an objer, sad a context swich is required and pernirted, the currently acrive
coutext is changed to cosrempond to the appler context hitit owns the object. Whan that method returas, the previous context is restored. Invocations of gtsic methods hav no effoct on the currendy eetive consext, The currenty active cosatext and aharing atanus of an object together determine If accens to an object is perminsible.

Curreatly sulested applet The ICRE koeps mack of the currandy selocted Ievi Card spolet Upon receiving a SELECT coramend with this spple's AID, the JCRE makes this applet the currently selected applet. The SCRE semds all APDU cormands to the currently zelected applet.

EEPROM is an acronym for Dectrically Erasmble, Programuble Read Oniy Menory.

## Flnewall (sec Applet Firewall).

Framemork is the set of elassea that irmplement the APl. This includes core and extension packagea Responsibilitiea melude dirpasching of APDUs, apples aeloction, manging atomiciry, and instelling appleta

Garbage collection if the process by which dyonmically allocatrd starage is nutomatically pectained during the execution of a progaras.

Insianse vartablex, alwo known as fields, represent a portion of an object'e internal state. Eech object has its own of intance variables. Objects of the came class will have the eame instance varisblea, but each object can thave different vilues.

Instantinthors, in object-ariented prograrmang, means to produce a particular object from its class tarsp tate This involves allocation of a date strueure with the types specified by the texoplate, and initialization of insuance varisbles with either default vilues of those provided by the clasi's consoruesor function.
 cat.

Jeva Card Runtime Rinviramment (JCRE) conalsu of the Java Card Virosal Machine, the framework, and the ensocioned isstive methods

JCIIRX is an acrongu for the fave Cand 2.1 Referance Implementation.
SCRE implementer refers to a permon creating avendor-apecific iruplementation using the Jive Card APL.
JCVM is an acronym for the dava Card Virtual Mactine. The LCVM is the foundation of the OP card architecurte. The JCVM executes byte code and aunages chusex and cbjects. It enforces separation berween applications (firewalis) and enables socure dats ahantag

JDK is sa scroayn for lave Developracat Kit. The JDK is Stw Microsystems, Inc preduct that providea the environment required for programming in Java. The DDK is wviliblie for wariety of platiorma bus moat nocibly Sun Soleris and Micronof Windows".

Method is the amme given to a procecture or routine, pasocisied with one tr soore clastes, in object-oriented longuger

Nameqper is a ef of nomes in which all ames are wique.
Object-Ortented is a programming raethodology hased on the concept of an object, which is a data structure encapsoulated with a set of reatines, called mathods, whict operete can the datas
 template provided by its clngy. Ench object has ite gwo values for the variables beloaging to itt class and can respond to the messegea (mechods) defined by its class.

```
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```

Packaga is a narnespace within the Java programing languge and can bave classes and intertess. A packege is the sraslest unit within the dsma programoning language

Persisteut object Persistenl objecas and their values perrist from ane CAD session to the next, indefinitely. Object are persissent by dernult. Persiztent object values wre updated atomienly using transectione The torm persistent doea not meen there is an object-ariented database on the cant or that objecis are serialized/deserialized just chat the objects are aot last when the card loses powtr.

Sharesbie interfuse Defines a sel of shered interiace methods. These interimee methods cad be tnvoked from one applet consext when the object iraplementing thesn is owned by another applet context.

Shareabie interface oblect (SIO) An orject that inplements the sharesble interfuce.
Transettion is an atoraic operation in which the developer defines the extent of the operation by indieating in the program code the beginning and end of the trankution.

Tramolent objeet. The values of manment objects do not persist from one CAD men to the next, nad are rese to a default mate at specified intervala. Updater to the valuea of transient objectare not atomic and wer not nffected by trunsuctions.

## 1/5/99 12:49 PM Havnor: Stuff JCRE D2 14DEC98: READ-MEJCRE21-DF2.txi Page 1

Date: 16 December 1998
Dear Java Card Licensee,
JCRE21-DF2-14DEC98.zip contains a second draft of the Java Card 2.1
Runtime Environment specification, dated Decernber 14, 1998, for
Licensee review and comment. We have worked incorporate and clarify the document based upon the review feedback we've received to date.

Complete contents of the zip archive are as follows:

READ-ME-ICRE21-DF2.Ext - This READ ME text file
JCRE21-DF2.pdf
JCRE21-DF2-changebar.pdf

- "Java Card Runsime Environment (ICRE)
2.1 Specification" in PDF format
- The revised document with change bars from previous version for ease of review.

Summary of changes:

1. This is now a dratt 2 release and will be published on the public web site shortiy.
2. New description of temporary JCRE Entry Point Objects has been introduced for purposes of restricting unauthorized access.

Firewall chapter 6.2.1.
3. Global arrays now have added security related restrictions similar to temporary JCRE

Entry Point objects, Firewall chapter

### 6.2.2.

4. Detailed descriptions of the bytecodes with respect to storing restrictions for temporary

JCRE Entry Point Objects and
Global arrays added. Chapter 6.2.8.
5. General statement about JCRE owned exception objects added in chepter 8.
6. Corrected description of Virtual machine resource fallures in transient factory methods.

Chapter 9.1.
The "Java Card Runtime Environment 2.1 Specification" specifies the minimum behavior and runtime environment for complete Java Card 2.1 implementation, as referred to by the Java Card APT 2.1 and Jave Card 2.1 Virtual Machine Specification documents. This specification is required to ensure compatible operation of Java Cand applets. The purpose of this specification document is to bring all the ICRE elements together in a concise manner as part of the Java Card 2.1 specification suite.

Please send review comments to [javzoem-javacard@suncom](mailto:javzoem-javacard@suncom) or to my address as below. On behalf of the Java Card team, I look forward to hearing from you.

Best,
Godfrey DiGiorgi
Godfrey DiGiorgi - godfrey.digiorgi@eng.sun.com
OEM Licensee Engineering
Sun Microsystems / Java Software
+1408 343-1506-FAK +1408517.5860

What is claimed is:

1. A small footprint device comprising:
a. at least one processing element;
b. memory,
c. a context barrier using said memory for isolating program modules from one another; and
d. a global data structure for permitting one program module to access information from another program module across said context bamier.
2. The small footprint device of claim I in which said context barrier allocates scparate name spaces for cach program module.
3. The small footprint device of claim 2 in which at least two program modules can access said global data structure even though they are located in different respective name spaces.
4. The small footprint device of claim 1 in which said context barrier allocates separate memory spaces for each program module.
5. The small footprint device of claim 4 in which at least two program modules can access said global data structure even though they are located in different respective memory spaces.
6. The small footprint device of claim 1 in which said context barrier enforces security checks on at least one of a principal, an object and an action.
7. The small footprint device of claim 6 in which at least one security check is based on partial name agreement between a principal and an object.
8. The small footprint device of claim 7 in which at least one program can access said global data structure without said at least one security check.
9. The small footprint device of claim 6 in which at least one security check is based on memory space agreement between a principal and an object.
10. The small footprint device of claim 9 in which at least one program can access a global data structure without said at least one security check.
11. A method of operating a small footprint device, comprising the step of separating program modules using a context barrier and permituing access to information across the context barrier using a global data structure.
12. The method of claim 11 in which the context barrier will not permit a principal to perform an action on an object unless both principal and object are part of the same context unless the request is for access to a global data structure.
13. A method of permitting access to information on a small footprint device from a first program module to a second program module separated by a context barrier, comprising the step of creating a global data structure which may be accessed by at least two program modules.
14. A method of communicating across a context barrier separating program modules on a small footprint device, comprising the steps of:
a. creating a global data structure;
b. permitting at least one program module to write information to said global data structure; and
c. having at least one other program module read information from said global data structure.
15. A computer program product, comprising:
a. a memory medium; and
b. a coraputer controlling element comprising instructions for implementing a context barrier on a small footprint device and for bypassing said context barrier using a global data structure.
16. The computer program product of clain 15 in which said medium is a carrier wave.
17. A computer program product, comprising:
a. a memory medium; and
b. a computer controlling element comprising instructions for separating a phrality of programs on a small footprint device by running them in respective contexts and for permitting one program to access information from another program by way of a global data structure.
18. The computer program product of claim 17 in which said medium is a carrier wave.
19. A carrier wave carrying instructions for implementing a global data structure for bypassing a context barrier on a small footprint device over a communications link.
20. A carrier wave carrying instructions over a communications link for separating a plurality of programs on a small footprint device by running them in respective contexts and for permitting one program to access information from another program using at least one global data structure.
21. A method of transmitting code over a network, comprising the step of transmitting a block of code from a setver, said block of code comprising instructions for implementing a global data structure for bypassing a context barrier on a small footprint device over a communications link.
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Note: Test can be done by VM alone or by VM plus Object
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